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Abstract: The number of cyberattacks is growing every year, and their main goal is to steal personal and confidential data. In most
cases, this happens through hacking or theft of web application user credentials due to vulnerabilities in authentication and authorization
methods, which in most cases occur due to incorrectly implemented authentication methods. The use of modern authentication methods
and their correct use and configuration in web applications are critical features of secure and resilient web applications. This article
analyzes the authentication methods for web applications, their vulnerabilities, and a variety of attacks on them, which lead to high
risks in their implementation and further use. A standard web application has been created that is similar to the one created based
on the Shopify web application builder with authentication based on the Hypertext Transfer Protocol cookie session. The risks of
vulnerabilities and attacks on the created web application were analyzed, and considering its results, advantages and disadvantages of
authentication methods; the web application was improved: authentication methods, application settings, and security features. The two
most secure authentication methods were selected for the web application: JWT Access/Refresh token with browser fingerprints and
OAuth 2.0 standard, based on which the improved web application was implemented. A risk analysis of vulnerabilities and attacks on the
improved web application has been carried out, which showed that the risks of vulnerabilities and attacks on it are very low. The correct
implementation and configuration of the JWT Access/Refresh token authentication method in combination with browser fingerprints is
presented, and an analysis of its use is carried out, which shows that this combination provides reliable prevention of token theft and
use from another computer. The author also implements authentication using OAuth 2.0 in combination with browser fingerprints and
describes its correct implementation and configuration. When analyzing its use, it turned out that delegating authentication to Facebook
or Google services can provide a low level of risk of attacks and vulnerabilities on a web application.
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1 Introduction

These days, the Internet has become one of the main
standards of the modern person, permeating almost every
aspect of our lives, from social media accounts to bank
accounts. At the same time, the number of attacks on
users’ confidential information, information systems of
corporations, organizations, critical infrastructure, etc. is
increasing [1–4]. Web applications account for almost
90% of Internet resources, but despite their popularity and
the fact that they bring significant benefits to all types of
businesses, there are increasing security issues. The
reasons for this are an increase in the number of
cyberattacks and a decline in the quality of web
application development. For example, the company

Symantec, in its report Global Internet Security Threat
Report (ISTR), indicates that cybercriminals usually use
vulnerabilities of web applications running on the server
or exploit some vulnerabilities of the operating system
running these applications [5]. The analysis of web
applications by Symantec for the presence of
vulnerabilities showed that from 1000 randomly selected
web applications it found 80% of problems in the
application code itself. On average, the number of
vulnerabilities per web application reaches 22, of which
10 are weakly vulnerable, 7 are moderately vulnerable, 3
are highly vulnerable, and 2 are critical. Thus, a clear
pattern of errors in code writing and implementation can
be observed. This tendency compromises not only
confidential user data but also the reputation of the
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company itself. In some cases, security measures may be
too complex, which can make it impossible to obtain the
necessary information even for authorized users [6, 7].
However, information security tools help to ensure the
confidentiality, integrity and availability of information in
the conditions of various types of threats and reduce the
risks of loss or theft of confidential data. The main
vulnerabilities to the confidentiality, integrity and
availability of web application information are structured
query language (SQL) injection attacks, disclosure of
confidential data, authentication breaches, access control
violations, cross-site scripting (XSS), cross-site request
forgery (CSRF); insufficient logging and monitoring.
Web application authentication and authorization
breaches have been among the top 10 OWASP
vulnerabilities for several years in a row [8].
Authentication is one of the key aspects of web
application security and involves verifying the identity of
users accessing web applications. Authentication is
necessary to verify the identity of a user or system that
wants to access services and data. Many researchers have
analyzed the security of authentication and authorization
methods and their implementation in web applications,
but only a few research papers and many security vendor
analytical reports indicate that most vulnerabilities exist
in web applications due to incorrect implementation of
authentication and security methods in web applications.

2 Publications Analysis and Problem
Statement

At the moment, it is common to use a Single Sign-On
(SSO) solution, i.e. one account for authentication on
multiple websites, as noted in [9, 10]. This solution is
based on using OAuth, OpenID authentication methods,
tokens, etc. which, accordingly, should be protected. SSO
systems, in their turn, must also comply with high
security and confidentiality requirements. However, a
researcher, Schmitz Guido [11], detected serious
vulnerabilities in SSO systems, leading to critical attacks
on their security and confidentiality.

In the study [12], the authors investigated an SSO
solution based on the OpenID Connect protocol. They
analyzed its stages of operation, advantages,
disadvantages, and vulnerabilities. Based on the analysis
of the vulnerabilities found, the authors describe the
consequences for privacy, availability, and confidentiality
associated with user access to SSO systems. In [13], the
authors continued to analyze the vulnerabilities of the
OpenID Connect protocol and highlighted the
possibilities of attacking it. They demonstrated a MIXup
attack on accounts of popular platforms, which led to the
theft of user tokens and unauthorized access to their data.
However, these studies do not indicate how to improve
and customize the security of this protocol. In turn, the
authors of [14] analyzed the security of using tokens and

OAuth, and they conducted SSO testing between systems,
token validation analysis, JSON Web Token (JWT)
structure verification, and Network Sniffing Attack.
However, SSO systems are not only vulnerable to this
attack.

The authors of [15] became interested in the security
of the OAuth 2.0 protocol used in SSO, and they
identified protocol vulnerabilities in case of improper site
configuration by testing 75 websites. The authors also
developed a browser extension that successfully identifies
and warns the user about improper OAuth 2.0 settings.
However, the paper does not provide ways to solve
security problems on the server side. To provide higher
security, the authors of the paper [16] simulated the
OAuth 2.0 protocol and suggested additional features
based on token use that can improve the architectural
design and improve the overall security effectiveness of
the protocol but did not propose any specific solutions.
The authors of the paper [17] propose their unique
approach based on OAuth and token technologies to
extend the period of access to secure resources for
authenticated users. But it can only solve a narrowly
focused issue.

In their research [18] the authors developed a
simplified service for user authentication, authorization
and management in web and mobile applications based
on OAuth and OpenID. However, the developed service is
insecure, especially for applications that store vulnerable
data. This issue was analyzed by the authors of [19]. The
authors propose a method for revoking a token by sending
a revocation request to the authorization server when the
resource server performs abnormal behaviour using the
token, such as logging out or changing the identity of the
resource owner. However, the authors do not provide
solutions to other security issues.
The research [10] analyses software that supports the
SSO technology based on Security Assertion Markup
Language (SAML) or OpenID, provides
recommendations for a specific choice but again does not
provide any solutions to security issues. However, in [20],
the authors found problems with the implementation of
OpenID components and implemented two new attacks
and compromised 12 of the 17 most popular existing
OpenID implementations. The authors of [21] showed
vulnerabilities in the implementation of 11 SAML
frameworks (out of 14 main ones). And the authors
of [22] analyzed the OAuth 2.0 protocol and concluded
that for most developers who do not have deep knowledge
of web security, the implementation of this protocol can
be dangerous. The authors of [23] analyzed the OpenID
Connect protocol and its specification, found a variety of
attacks to which it is vulnerable, and provided
countermeasures. However, the authors note that web
application developers often do not follow the
specification’s recommendation for a secure protocol
implementation, which leads to user authentication
breaches. The authors assume that flaws in protocol
implementation will always exist, so they propose a
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system that automatically performs and evaluates attacks
on web applications against authentication
implementation.

Thus, the problem of ensuring secure authentication
of web application users and correct implementation is
relevant. From the literature review, it is clear that it is
necessary to analyze authentication methods and
standards for web applications, based on the results of the
analysis, to develop a web application with a correctly
implemented secure authentication system and to check
its quality of implementation.
The purpose of this paper is to analyze authentication
methods and secure implementation of authentication
methods with the integration of JWT tokens and the
OAuth v2.0 standard based on the developed web
applications.

3 Review of Authentication Methods

The process of user authentication is preceded by the
process of user identification [24]. During the
identification process, information about the user is
provided in the form of an identifier for the security
system. The security system will search for all abstract
objects in the set of identifiers and will find a particular
object used by the real user. Once it is done, the user is
identified. For example, the object can be a user account
id. The fact that the user has been identified does not
necessarily mean that they are genuine. The user must
provide proof of his or her identity in the system, such as
a password, which is called a credential in the system.
The process of verifying credentials is the process of
authentication. If the authentication process is successful,
then the user is authorized to the system and granted the
access rights assigned to him or her. Authentication is
required for a secure web application. Currently, the
following authentication methods are the most commonly
used [25]:

-cookie-based authentication;
-token-based authentication;
-third-party access (OAuth, Application Programming
Interface (API) token);

-OpenID;
-SAML.

3.1 Authentication Based on Hypertext Transfer
Protocol Cookie Session

Hypertext Transfer Protocol (HTTP) cookie session is a
step towards more reliable and complicated authentication
methods. All HTTP requests are stateless [25], i.e. it is
impossible to store data about interaction between a
server and a user. To solve this issue, a feature of HTTP
session was created, allowing web servers to store data
(requests/answers) about interaction between a server and

Table 1: Advantages and disadvantages of authentication
based on HTTP cookie sessions.

Advantages Disadvantages
Cookies take up little space. Cookies are vulnerable to

XSS and CSRF attacks.
Cookies are easy to use and
apply.

Scaling becomes an issue
when many users log in.

Cookies are stored on a
server and it is much harder
to steal them or replace.

Contain confidential
information about the user,
which makes them a target
for attackers.

Information stored in
cookies is encrypted before
it is sent, and cookies
themselves are transmitted
via the HTTPS protocol.

Settings for using and
sending cookies depend on
the website developer who
can make incorrect settings.

a user. They store data based on a specific session (session
ID, time of creation, last access, etc.), as well as user data
(login status and other data that the application may need
from the user). Sessions can be realized by means of
cookies, i.e. a small piece of data that the server sends to
the user’s web browser. The browser can store it and send
it back with requests to the same server. Cookies are used
for user authentication, contain private information and
are small in size, but with a large number of sessions and
users, the amount of data to store becomes an issue. Table
(1) shows the advantages and disadvantages of
authentication based on HTTP cookie sessions.

3.2 Major Token-Based Authentication
Principles

As with the previous cookie session authentication
method, there is no specific pattern for this strategy. As a
result, all implementations are specific for certain
systems. Token-based authentication is most used when
developing distributed SSO systems, where one
application (a service provider or a relying party)
delegates user authentication to another application (an
identity provider or authentication service) [25]. A typical
example of this method is logging in to the application
through a social media account. In this case, social media
is an authentication service, and the application entrusts
the user authentication function to the selected social
network.

This method is as follows - an identification data
provider gives reliable information about the user in the
form of a token and the service provider application uses
this token for user identification, authentication and
authorization. The identification data provider is most
often used in standards of the OAuth 2.0 type that uses
authentication delegating. The identification data provider
can be bypassed in some cases of token-based
authentication. For example, some implementations with
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Table 2: Advantages and disadvantages of using a JWT
token.

Advantages Disadvantages
Server scalability does not
change with an increase in
the number of users.

JWT is much bigger than a
cookie session identifier.

JWT is stateless - a
web application is not
required to store session
data on a server, which
reduces the server load,
improves performance and
scalability.

JWT cannot revoke access
to the user.

JWT contains more
information about the user.

A token is stored on the
user’s side, which makes it
vulnerable for attackers.

Portability - enables
cross-domain and cross-
platform authentication and
authorization.

Vulnerability to theft, i.e. if
someone steals a JWT from
the user or system, they
can use it to misappropriate
their identity and get access
to their resources.

Adaptability - includes any
information relating to a
web application that allows
access to be controlled in
a precise and personalized
manner.

a JWT token do not require an additional identification
data provider to generate the token. The server itself
creates the token and sends and receives it from the client.

3.3 JSON Web Token-Based (JWT)
Authentication

JWT is a mechanism used for checking the owner of
some JSON data. It is an encoded line which can contain
an unlimited amount of data (unlike a cookie) and has a
cryptographic signature [26]. When a server gets a JWT,
it can guarantee that data in this line is reliable as it is
signed with a cryptographic signature. No intermediary
can change a JWT once it has been sent. It should be
noted that a JWT guarantees data ownership but not
encryption, i.e. JSON data stored in a JWT is not
encrypted and it can be seen when a token is intercepted.
In this connection it is highly recommended to use
HTTPS with a JWT. One of the most complicated issues
about a JWT is where to store a token. Thus, JWT-based
authentication security will depend on the settings of the
website developer. A token must be stored in a secure
place in the user’s browser: a local storage/session
storage, a cookie, or application memory.

In the first case, if a token is stored inside a Local
Storage or Session Storage, it is available to every script
on the web page. A Cross-site scripting (XSS) attack can

allow an attacker to gain access to tokens. It is not
recommended to store tokens in a local storage or session
storage. In the second case, tokens stored in cookies are
vulnerable to CSRF (Cross-site request forgery) attacks.
Therefore, it is also not recommended to store them in
cookies.
If any of the scripts included in the web page are
discredited, the attacker will be able to access all the
tokens stored in browsers. That is why the best solution is
to store the token in the application memory itself, which
cannot be accessed by conventional methods. Table (2)
shows the advantages and disadvantages of using a JWT
token.

3.4 Access/Refresh Token-Based Authentication

To make JWT-based authentication more secure tokens
are divided into Access and Refresh types [27, 28]. An
access token is used to authorise requests and store
additional information about the user. A refresh token is
given by a server upon successful authentication and is
used to obtain a new pair of Access/Refresh tokens. It is
most commonly stored in a server database. Each token
has its own lifespan, for example, Access - 30 minutes,
while Refresh expires after 60 days. The Refresh token is
stored on the server to keep track of access and disable
stolen tokens. This way, the server determines exactly
who is allowed to log in.

To make authentication possible on more than one
device, you need to store all Refresh tokens for each user.
At the moment of Refresh, i.e. when the Access token is
updated, both Access and Refresh tokens are updated. At
the moment of Refresh, the Refresh token compares itself
with the Refresh token in the database, and if they match
and the refresh token has not expired yet, the system
updates the tokens. The Refresh token has a lifespan in
case the user is offline for more than 60 days, in which
case they will have to re-enter their login/password.

A browser fingerprint is a tool for identifying a user’s
browser. It is hash generated on the basis of some unique
browser parameters. The advantage of a fingerprint is that
when it is generated, this value is unique for a particular
user’s browser and will not change in the future. Therefore,
it is very difficult to compromise a browser fingerprint.

3.5 SAML Authentication

SAML is a standard of authentication and authorization, a
variant of an extensible markup language XML for
information exchange about security on the Internet.
SAML exchange is done between system entities referred
to as a SAML asserting party (also called SAML
authority) and a relying party that processes assertions it
has received [25, 27]. Security assertion is a standardized
assertion in a markup language that takes solutions
regarding access control.
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Table 3: Advantages and disadvantages of the most common authentication methods.

Method Advantages Disadvantages
Cookies Easy to implement and widely supported, it stores data

about a session, settings or other data necessary for user
identification or customizing user experience.

Vulnerable to CSRF attacks, add overheads to each
request, limit the size and number.

JWT Stateless, can carry more data, can support several
domains or services, and can be checked by anyone who
has access to the key.

Vulnerable to XSS attacks, has a fixed lifespan, and
cannot be easily withdrawn or updated.

OAuth Allows the user to provide access to their resources
or data from one website to another website without
exchanging credentials and can use different types of
tokens, such as JWT, API tokens or SAML assertions.

Complicated and requires the participation of many
parties and interactions, it creates definite security risks,
such as phishing attacks, token leakage or repeated
playback.

SAML Allows the user to log in to one website and access
another website without re-entering credentials, uses
assertions that contain user identity data, attributes or
authorization decisions, can be signed and encrypted
by the identity provider and verified by the service
provider.

It is complicated and requires XML processing and
parsing, and has some performance issues due to the
size and number of messages involved.

OpenID Allows the user to log in to one website and use their
identifier to access another website without creating
an account or re-entering credentials, can use different
types of tokens to represent identification information.

Complicated, requires the participation of many parties
and interaction, and creates definite security risks,
such as phishing attacks, token leakage or forgery of
identifiers.

SAML-based single sign-on (SSO) can be categorized
into two primary approaches: identity provider
(IdP)-initiated and service provider (SP)-initiated. In both
cases, the IdP handles user authentication, but they differ
in their initiation processes. In IdP-initiated SSO, the user
begins by logging into the IdP, which then directly
authenticates the user and issues a SAML response.
Conversely, SP-initiated SSO starts when the user
attempts to access the SP. Here, the SP generates a SAML
request, redirects the user to the IdP for authentication,
and, upon successful verification, returns the user to the
SP to finalize the login process.

3.6 OpenID Connect Authentication

OpenID Connect is an authentication protocol built on
OAuth 2.0, enabling standardized user authentication and
secure identity data sharing with third-party
applications [25, 27]. The key distinction between OAuth
2.0 and OpenID Connect lies in their token systems.
OAuth 2.0 primarily issues short-lived access tokens,
which grant applications permission to access specific
resources. In contrast, OpenID Connect generates identity
tokens, which verify user identity and transmit
authenticated user data to applications. While both
protocols employ similar operational workflows, their
token purposes differ fundamentally: access tokens
facilitate authorization (resource access), whereas identity
tokens handle authentication (identity verification).

3.7 Advantages and Disadvantages of Different
Authentication Methods

Several methods are used to authenticate web
applications, namely cookies, JWT, OAuth, API Token,
SAML and OpenID described above. Depending on the
usage scenario and security requirements, they have
different advantages and disadvantages, as shown in table
(3).

Since it is difficult to draw conclusions from the
general comparison, we will make a more detailed
comparison of Cookie and JWT token, OAuth and SAML
authentication methods.

4 Comparison of Authentication Methods

4.1 Comparison of Cookie and JWT Token
Application

At the moment the most widely used authentication
methods are Cookie sessions and a JWT token [27]. Table
(4) shows the results of the comparison of these 2
methods by such parameters as scalability, security,
RESTful API services, and performance. It should be
noted that a standard implementation of a JWT token
algorithm without any specific changes is considered. An
example is a Refresh token.

Taking into account the results of the analysis it can
be concluded that a cookie session authentication method
fades into the background compared to a JWT token. In the
context of using a JWT token with small-size applications,
a usual JWT authentication without a refresh token can
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Table 4: Parameters of using Cookie and JWT token authentication methods.

Parameters Cookie sessions JWT token
Scalability Session data is stored in memory on a server or

in a database. In the horizontal scaling scenario, a
separate central session storage system is created
that can be accessed by all application servers.

Easy to scale, as tokens can be used to access
resources from different servers, which saves costs,
as no separate server is required to store user
sessions.

Security In the case of cookie sessions, all data is stored on
a server, so it is considered relatively secure.

Due to signing with a secret key on the server, a
token cannot be changed undetected without access
to the secret key. Storing the token anywhere other
than in the application memory is very risky.

API RESTful
Services

The state of the application is saved. The API
interface is often served from one server, but in
reality, the application uses it from another.

RESTful API is stateless, thus it is not important
where API or an application is serviced.

Performance Overheads are not high because when encoding the
size of JWT will be several times the size of the
SESSION identifier.

A significant load for each HTTP request. However,
JWTs trade size for the ability to store data on the
client side. For example, privileges in the token
itself or user id.

be used, which will completely replace cookie sessions. If
it is necessary to use a JWT with middle and large-size
applications, a combination of access/refresh tokens and
browser fingerprints can be used.

4.2 Comparison of OAuth and SAML
Authentication and Authorization Methods

To achieve the objectives of the paper and perform
authentication in a web application, it is necessary to use
a single sign-on (SSO) account. The advantage of the
SSO account is that users log in once using a single set of
credentials, and they can get access to multiple services
and applications during a single session [27]. SSO is used
to control authentication and secure access to corporate
networks, web applications, etc. The most commonly
used standards for SSO implementation are SAML
(Security Assertion Markup Language), OAuth and, less
commonly, OpenID Connect. The results of the analysis
of the use of SAML and OAuth methods for the
implementation of single sign-on are shown in table (5).
Taking into account these comparisons, we have chosen 2
authentication methods to be implemented in a web
application: JWT tokens and OAuth 2.0. So let us
consider web application protection technologies used for
implementing a secure web application by means of these
authentication approaches.

5 Description of Technologies Used for Web
Application Implementation

We will analyze the authentication security of a web
application represented by a standard online store selling
electrical goods, which was developed and is standard
when ordering its development and is analogous to those
developed using the Shopify web application builder [29].

A web application is a division of a server module and a
client module. This division and technologies used in the
development allow us to call the client side of the
application a Single page application. A Single page
application (SPA) is a web application that interacts with
a web browser dynamically rewriting a current web page
with new data that was obtained by sending a request to
the web server endpoint, instead of the browser loading
entire new pages by default [27, 30]. The web application
implements the basic standard functionality of a modern
web application: Hypertext Transfer Protocol cookie
session-based authentication, access control with a
division into client and administrator user types, a
mechanism for working with the SQL database, and a
mechanism for working with the PayPal service. The
libraries used to develop the client side of the application
are shown in table (6).

A server side of the application was created in the
nodejs development environment with the express
auxiliary library and libraries shown in table (7), since the
server side does not include complex functionality in
working with data coming to the server.

Let’s conduct a qualitative analysis of attacks and
vulnerability risks for the standard proposed web
application based on the OWASP methodology and the
method of expert assessments [31], the results of which
are presented in table (8).

For a quantitative risk assessment the resulting risk is
assigned values from 1 to 5, where 1 is a very low risk, 2
is low, 3 is average, 4 is high and 5 is very high.
Correspondingly, values of the resulting risk for a
standard web application of an online shop is 49 with a
maximum risk value of 55 and a minimum risk value of
11. It is clear that standard implementation of the web
application has a big number of serious vulnerabilities the
risks of which are very high. That is why this web
application will be improved and a security system using
advanced vulnerability prevention methods and the best
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Table 5: Parameters for using Security Assertion Markup Language and Open Authorization authentication methods.

Parameters SAML OAuth
Workflow Relies on XML-based security assertions

exchanged between a confirming party (SAML
authority) and a relying party.

Based on the interaction between the resource
owner, resource server, client (application) and
authorization server.

SSO (Single Sign-
On)

Enables Single Sign-On (SSO) by securely
transferring authentication and authorization data
between web servers.

Facilitates SSO by allowing authenticated users to
grant third-party applications access to their data
without sharing credentials.

Security It is considered to be more secure due to the
ability to encrypt assertions, which is suitable for
processing confidential data.

Uses delegated access tokens (not encrypted
assertions), prioritizing streamlined authorization
over assertion security.

Interoperability Preferred by organizations with existing XML
infrastructure or those requiring federated identity
management.

Supports various types of clients, including web,
mobile and desktop applications, making it valuable
for developers of mobile applications and services
on the open web.

Major Factors Evolution of SSO, expansion of federated identity
management, changing industry standards.

Simplicity for developers, need for limited
exchange of user information with other
applications, and joint advertising activities
between large Internet companies.

Encoding and
Security

Supports assertion encryption, ensuring secure data
exchange in high-stakes environments.

Focuses on token-based access control without
built-in token encryption standards.

Compatibility This can work alongside OAuth in systems that
need both authentication and authorization to
manage access control.

May use SAML for initial identity verification
before issuing OAuth tokens for resource access.

Usage Options Multi-domain SSO is ideal for large organizations
and enterprise applications such as Salesforce and
Marketo

User privacy provides access to private resources
on different websites or in different applications
without transferring user identification data.

Recommendations
for Implementation

Optimal for organizations investing in XML-based
security and federated authentication.

Recommended for modern mobile applications, as
well as in cases where API access is a priority,
especially on the open Internet.

Table 6: List of technologies used on the client side.

Name Description of the technology
React Library used as a basis for creating SPA applications
MobX A library that allows the client side to store data in a centralized storage. This storage

simplifies the application development.
MobX-router A library that connects to the MobX centralized storage and provides an easy way to

navigate the application
MobX-react A library that makes it possible to use react and MobX in combination
antd A library that provides a large number of ready-made solutions for implementing the visual

part of the application
axios A library to make it easier to work with network requests
webpack A library to facilitate general development and efficiently collect the code of the client side

to send it to the hosting

Table 7: List of technologies used on the server side.

Name Description of the technology
express Library used as a basis for building the server side
body-parser The library is needed to process and understand the data coming to the server
axios Library to facilitate work with network requests
http-error Library for standardized generation of http errors
moment Library for standardized work with dates
lodash A library that provides a large number of useful functions for working with different types

of data
dotenv Auxiliary library for processing files with the .env extension
PayPal-node A library that interacts with the PayPal money transaction service
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Table 8: Qualitative risk assessment for a standard web application of an online shop.

Name of a Risk Vulnerability Type Losses Probability of
Occurrence

Resulting Risk

Sending malicious code to a
server from a client through
unsecured input fields

SQL injection Very high High High

Receiving and processing
malicious code by a server

SQL injection Very high Very high Very high

Password cracking Authentication violation High Very high Very high
Session token theft Authentication violation High Very high Very high
Disclosure of passwords in case
of unauthorised access to the
database

Disclosure of confidential
information

Very high Very high Very high

Confidential data theft during
traffic interception

Disclosure of confidential
information

Very high Very high Very high

Gaining unauthorised access to
an administrator account

Violation of access control High High High

Gaining unauthorised access to
administrator functions

Violation of access control High High High

Entering malicious code into
the client side of an application

XSS High Low Average

Vulnerability of sending
confidential data via an
attacker’s website

CSRF High Average High

Late detection of vulnerabilities
in the system

Insufficient logging and
monitoring

Very high Very high Very high

authentication methods will be built. Such a system will
minimise the risk of attacks and reduce the probability of
vulnerabilities being exploited.

5.1 Technologies of the Server Side of the
Improved Web Application

While improving the web application and implementing
secure authentication methods it is necessary to develop a
web application server having chosen secure, fast and
effective technologies. The server side is based on the
Nodejs technology, which is used with the Express
framework, as in the standard implementation of the web
application. For regular authentication, we used the
jsonwebtoken library, which allows us to generate and
verify a JWT. Passportjs authentication library together
with passport-facebook-token, a complimentary
authentication strategy, were used as OAuth 2.0
authentication. Hosting and certification of the server is
provided by the Heroku cloud service. PostgreSQL, also
hosted by Heroku, is chosen as a database. A more
detailed list of the libraries used in the development of the
server side of the application is given in table (9).

Now it is necessary to choose technologies to be used
on the client side.

Table 9: A detailed list of the libraries used on the server.

Name Library description
bcryptjs Library for encoding data on the basis

of a secret
body-parser This library is needed for the server to

read data coming from the client side of
the web application

cookie-parser This library is needed for the server
to read cookies coming from the client
side of the web application

cors This library is needed for the server to
perceive requests from the client side of
the web application

pg This library is needed for interaction
with PostgreSQL database

express-
promise-router

Library that helps the server to define
endpoints which the client will access

express-
dynamic-
middleware

Complimentary library for
authentication

5.2 Technologies of the Client Side of the
Improved Web Application

JavaScript used with the React framework was taken as a
base of the client part. To initiate OAuth 2.0
authentication, we used the react-facebook-login library,
which provides an opportunity to start the authentication
process using the Facebook service. Hosting and
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Table 10: A detailed list of the libraries used on the server

Name Library description
React-router The library that helps to navigate

between pages on the client side and
ensures safe routing.

Axios The library that helps the client side
to make requests to the server and add
all the necessary information to these
requests.

Redux Library that provides the client side
with a centralized data repository.
A number of other supporting
technologies follow from this
technology.

Redux-thunk The library that helps the client-side
work with server requests.

Redux-form The library that helps the client side to
work with forms and check the validity
of data submitted to this form.

material-ui The library for facilitating work with
the visual part of the client side.

Js-cookie The library for working with cookies on
the client side.

certification of the client is provided by the Heroku cloud
service. A more detailed list of the libraries used in the
development of the client side of the web application is
shown in table (10).

Authentication of the application will be made in 2
ways:

−JWT token authentication for users who don’t use
Facebook;

−OAuth 2.0 authentication and Facebook authentication.

JWT Token Authentication

To complete JWT Token Authentication in the application
we used a strategy with the use of an Access / Refresh
token. To identify a user, browser fingerprints are applied,
which allows you to track the second browser from which
the request to the server was made.

After sending user data (email, login, password,
browser fingerprint) to the server, it registers the user and
adds this data to a PostgreSQL database. All passwords in
a PostgreSQL database are stored in a salted hashed
format for this application implementation. It is done to
prevent user password theft if a database is compromised
by an attacker. After registering the user can reenter their
data and authenticate for further authorization on the
website.

Website authentication is done in such a way that the
server compares user data. If the user is found in a
database, then they are given Access/Refresh tokns that
will be used for access to secure API endpoints. To
prevent new Access tokens from being tampered with, a

Refresh token additionally compares browser fingerprints
and, if the data matches, issues a new Access token.
Otherwise, the Refresh token is destroyed. This
destruction initiates re-authentication.

OAuth 2.0 Authentication.

In addition to conventional authentication, the application
also implements OAuth 2.0 authentication. Figure 1
shows a schematic view of OAuth 2.0 authentication in
this application.

In this implementation an authentication strategy
allows the user to log in to the website from Facebook.
The client who authenticates through Facebook entrusts
access to some of their data. The server, in its turn, gains
access to Facebook with the user’s data and gives the user
who has been authenticated through Facebook the full
right to access and use protected information from secure
API endpoints.

The authentication process begins on the client side
when the client provides his or her Facebook account
details via OAuth. It is done with the help of a pop-up
window presented by the Facebook service. Data is
transmitted in this window using the HTTPS protocol, so
the possibility of data theft during sending is minimal.
After granting permission, the client receives a token that
will be sent to the server. Once sent, the server processes
the token and transmits it back to Facebook in exchange
for the data of the client who sent the token.

The list of data that comes from Facebook can be
customized by the user. After the user confirms the list of
data, the server saves the new user’s data (browser
fingerprints, Facebook refresh token, Facebook ID) to a
separate collection in the database, which is designed
specifically for those who have authenticated via
Facebook. After saving the user into the database, the
server sends the user Refresh and Access tokens
generated by Facebook and the user’s profile data from
Facebook. The next time the user logs in, the server will
be able to request this data from the database and verify
the user’s authenticity.

6 Efficiency Analysis of the Proposed
Authentication Methods

To define the quality of the implemented web application
authentication methods, a qualitative assessment was
carried out during authentication with the help of the JWT
Access/Refresh token and OAuth 2.0 using browser
fingerprints. The web application and security features
were configured as described above. Attacks and
vulnerabilities risks for the developed web application
were assessed on the basis of the OWASP methodology
and the expert assessments method [31] applying JWT
Refresh and Access tokens and OAuth 2.0 authentication
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Fig. 1: OAuth 2.0 scheme in the application implementation

Table 11: Qualitative risk assessment of a web application with the implementation of security functions

Name of a Risk Vulnerability Type Losses Probability of Occurrence Resulting Risk
JWT OAuth JWT OAuth

1 2 3 4 5 6 7
Sending malicious code to a
server from a client through
unsecured input fields

SQL injection Low Very low Very low Very low Very low

Receiving and processing
malicious code by a server

SQL injection Low Very low Very low Very low Very low

Password cracking Authentication
violation

Low Very low Very low Very low Very low

Session token theft Authentication
violation

Average Average Low Average Low

Disclosure of passwords in
case of unauthorised access
to the database

Disclosure of
confidential
information

Low Very low Very low Very low Very low

Confidential data theft during
traffic interception

Disclosure of
confidential
information

Very low Very low Very low Very low Very low

Gaining unauthorised access
to an administrator account

Violation of access
control

Average Very low Low Low Low

Entering malicious code
into the client side of an
application

XSS Very low Very low Very low Very low Very low

Vulnerability of sending
confidential data via an
attacker’s website

CSRF Low Very low Very low Very low Very low

Late detection of
vulnerabilities in the system

Insufficient logging
and monitoring

Low Average Average Average Average

approaches. The results of the assessment are shown in
table (11).

For a quantitative risk assessment, the resulting risk is
assigned values from 1 to 5, where 1 is a very low risk, 2
is low, 3 is average, 4 is high, and 5 is very high. The
maximum risk value is 55, and the minimum risk value is
11. Correspondingly, the value of the resulting risk for
JWT Refresh and Access token authentication is 15, and
for OAuth 2.0 is 14, which is a rather low value. As can
be seen from Table 11 two points have an average risk
level, namely “Late detection of vulnerabilities in the

system” and “Session token theft”. As for late detection
of vulnerabilities, it depends on the human factor. No
matter how reliable a logging system is, a person may still
not notice a threat that has already been logged.
Regarding the session token theft vulnerability: since the
role of session tokens is played by JWT cookies, they can
still be stolen through the Stealer malware. In this case,
theft can be carried out directly from the victim’s file
system when Stealer malware enters the victim’s
computer, which depends on its security. Thus, using
OAuth 2.0 with browser fingerprints is more secure than
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JWT Refresh and Access token authentication, but the
difference in risk is minimal, so any of the implemented
protocols can be used.

7 Conclusion

In this paper, the tasks of analyzing authentication
methods and securely implementing authentication
methods with the integration of JWT tokens and the
OAuth v2.0 standard based on developed web
applications were solved. For this purpose, the most
known authentication methods have been analyzed:
Hypertext Transfer Protocol cookie sessions, JWT tokens,
OAuth 2.0, OpenID, and SAML. It has been established
that each of these authentication methods has
disadvantages, which means that there are risks when
using them and the need to configure these methods in
their software implementation. A standard web
application has been created for an online shop with the
help of the Shopify website builder with authentication
based on the Hypertext Transfer Protocol cookie session.
The vulnerabilities and attack risks of this web
application have been analyzed. The analysis shows that
vulnerabilities and attack risks on the application are very
high, which implies the need to improve the
authentication, settings and security features of the web
application. Taking into account the analysis of
vulnerabilities and attack risks of the developed standard
web application and the advantages and disadvantages of
authentication methods, the web application has been
improved: authentication methods, application settings
and security features. For authentication, we chose to use
a combination of a JWT Access/Refresh token with
browser fingerprints and OAuth 2.0 delegating
authentication to the Facebook service. An analysis of
vulnerabilities and attack risks for this web application
has been carried out, which showed that these risks for
the improved application are very low. It is shown that
one of the most secure methods of ensuring user data
security in a web application is the use of a combination
of a JWT Access/Refresh token and browser fingerprints.
Another secure authentication method implemented in the
web application is the OAuth 2.0 authentication method
with delegation of authentication to the Facebook service.
Configuration of this method has shown that
vulnerabilities and attack risks for the web application are
very low when using it. It is noted that such
authentication methods can be compromised only when
the client sends initial information with browser
fingerprints for the first time, but the probability of this is
very low since all information is always transmitted via
HTTPS secure connection. The results of this research
should be used to implement authentication in web
applications from small to medium sizes. In the future, it
is necessary to improve the level of protection of the web
application and the authentication process, as well as

approaches to assessing the quality of the developed web
application.
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