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Abstract: Trust and reputation for services emerges as an important issue in cloud computing. Since data-intensive services in cloud have been used in more and more fields, trust evaluation for collaboration of services meets more challenges. There are not only logical dependencies but also data dependencies among partner services when data-intensive services take part in collaboration. This paper proposes a novel trust evaluation method for collaborations of data-intensive services. It considers not only the trust for individual partner services and the explicit trust relation among partner services that have logical dependencies for each other, but also the implicit trust relation implied in data-dependencies among services. A serial of experiments, using the simulation tool NetLogo, are carried out to compare the evaluation results between the proposed method and the method without data-dependency consideration. The result shows that taking consideration of the data-dependency trust improves the accuracy of trust evaluation to a great extent.
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1. Introduction

The emergence of cloud environments has made a big movement towards the intensive, large scale specialization. At the same time, it brings about not only convenience and efficiency problems, but also great challenges on data security and privacy protection [1]. To decide whether a cloud service is trustworthy has become an important issue. With the increasing number of services in cloud, collaboration of simple services to fulfillment complex requirements has become into realities. As the partner services of collaboration come from different providers, it is essential to decide whether the collaboration is trustworthy before it is put into use. At present, there is a great deal of effort devoted to the issue of trust evaluation for service collaboration.

The explosion of data and information has been recognized in recent years. Generated data is growing too fast to store and handle it as before. Emerging cloud-based infrastructures for storage have been widely accepted as the next-generation solution to address the data proliferation and the reliance on data [2]. Then data-intensive services in cloud have been used in more and more fields. The emergence of data-intensive services in cloud also brings new challenges for trust evaluation for service collaboration. Traditional trust evaluation methods for service collaboration always evaluate the trust of each partner services and sum up the values according to the collaboration process. These methods may not suitable for service collaboration of data-intensive services. When date-intensive services cooperate with others, they may exchange more data directly and have more data-dependencies on each other. Thus, traditional trust evaluation methods for service collaboration are not suitable any more as the trust relation implied in data-dependencies between partner services has great influence on the trust of the whole collaboration of data-intensive services. In some cases, although all the partner services in service collaboration have high-level trust from the perspective of the composer, the collaboration may leads to a failed execution because some two services with a data-dependency do not trust each other.

Consider such an abstract scenario of collaboration of data-intensive services where a partner service $r$ accepts data from $t$ as input, i.e., $r$ and $t$ communicate with each other directly and $r$ depends on the data from $t$. If $r$ doesn’t trust $t$ completely according to its historic interaction records and thus it is not willing to accept the...
data from \( t \), then the collaboration will fail in execution even the coordinator has high-level trust both in \( r \) and \( t \). The scenario indicates that trust in data-dependency between services is an important factor that should be considered for trust evaluation for collaboration of data-intensive services.

However, most of the existing work [3,4] focused on the trust of partner services and the explicit trust between services with logical dependencies, but neglected the data-dependency trust; thus they led to an inaccurate trust evaluation for collaboration of data-intensive services. This paper proposes a novel trust evaluation method for such kind of service collaboration with the consideration on the trust evaluation for data-dependencies between partner services. We also conduct a serial of experiments to verify the proposed method. As trust propagation does not manifest itself as a physical phenomenon in nature, but only exists on the mental and cognitive level, it is therefore difficult to assess whether computational models for trust propagation are adequate and reflect the way people reason about trust [5]. In order to check the accuracy of the proposed method in a real-world-like environment, we use NetLogo [6] to generate many agents with services to simulate the trust community and then compare the trust evaluation between the proposed method and the method without data-dependency consideration. The result indicates that taking consideration of the data-dependency trust improve the accuracy of trust evaluation to a great extent. The key contributions of this paper can be summarized as follows:

1) It proposes a formal trust model for collaboration of data-intensive services with the consideration on the data-dependency trust.
2) It presents a mechanism to evaluate the trust between partner services based on trust transitivity.
3) In order to verify the accuracy of the proposed trust model and evaluation method, it establishes a real-world-like trust community to conduct a serial of simulation experiments with NetLogo.

The rest of this paper is organized as follows: Section 2 gives some related work. Section 3 introduces the trust model for collaboration of data-intensive services. Section 4 presents the process of trust evaluation based on the proposed trust model. Section 5 carries out a serial of experiments. Finally, Section 6 concludes the work and gives the future direction.

## 2. Related Work

At present, there are many trust and reputation mechanisms proposed to decide whether a service is trustworthy [7,8]. Some trust models are based on statistical techniques. Jang etc[7] introduced a trust model with help of beta probability density functions. And in [9], Nguyen etc proposed a trust model base on Bayesian network which is a modern statistic method to calculate the probability of a hypothesis under different conditions. Some other trust models are based on AI method. Malik etc[10] introduced a trust evaluation method using Hidden Markov Model, HMM is used to predict the reputation of a service provider when the feedback ratings are insufficient. Nepal etc[11] presented a trust management framework base on fuzzy set theory. They proposed a fuzzy trust data model and a fuzzy linguistic query model, so that consumers can express their queries without knowing the underlying data models. There are also some trust models taking consideration of other factors of services such as capability of services, security strategy. Li and Tian[12] proposed a capability enhanced trust model. The capability, security, and feedbacks are evaluated in an integrated manner to decide if a service is trustworthy.

Zhao and Varadharajan[13] proposed a comprehensive trust management approach for web services that covered the analysis/modeling of trust relationships and the development of trust management layer in a consistent manner. In [14], Kovac and Trcek presented an abstract trust model that applies complementary qualitative methodology which addresses the core of trust as socio-cognitive phenomenon. The model complements existing quantitative methodologies and is applied in the web services environment that enables trust management in SOAs.

The trust models above are mainly for single services. For the trust evaluation for service compositions, there are also some works toward it. Nepal etc[15] developed a method of distributing reputation that was received by a composition to its partner services. This method enabled that partner services could get their reputation according to their contribution, and a partner service was neither penalized nor awarded for the bad and good performances of other partner services, respectively. So this method is a fair distribution. Hamdi Yahyaoui [16] presented a trust-based game theoretic model for services collaboration. The devised model is an application of the generic model about tasks allocation for agents. They provided a trust-based game in which the objective is to assign tasks to services in a way that maximizes the likelihood of performing successfully these tasks. Paradesi etc[17] proposed a framework Wisp to evaluate the trust for compositions. They adopted a formal model for trust in a service. Then they evaluated trust for compositions from trust models of partner services based on the types of composition flows. They mainly discussed 4 basic types of flows: sequence flow, concurrent flow, conditional flow, and loop. Compared to the work [17], we evaluate trust for composition not from the types of flow but from the logic paths with the consideration of data dependencies. Furthermore, Paradesi only considered the trust of partner services to evaluate the trust for compositions and didn’t consider the trust relation between partner services that interact with each other with data-dependencies. And most of the existed methods didn’t consider this important factor, which may
cause unreasonable evaluation for collaboration of data-intensive services. Our work considers not only the trust for partner services but also the trust relation between partner services that has data-dependencies.

3. Trust Model

In this section, we formally describe the trust model for service collaboration of data-intensive services, which considers the implicit trust relation of data-dependencies in addition with trust for partner services and logic-dependencies among partner services.

3.1. The Collaboration Model

We import the concept of Service Collaboration Graph with the abbreviation SCG to represent service collaboration. It can be defined formally as follows.

**Definition 1 (SCG):** SCG is a directed graph to illustrate the services relations in a collaboration and it can be modeled as a 4-tuple $SCG(S, N, L, D)$ where:

1. $S$ is the set of partner services in the collaboration.
2. $N$ is the set of logic nodes that control the execution logic of the collaboration and each element can be any one of XOR, OR and AND.
3. $L$ is the set of logic dependencies between services.
4. $D$ is the set of data dependencies between services.

**Definition 2 (Logic Dependency):** A Logic Dependency defines the order of execution among services.

At present, we mainly consider the following types of logic dependencies:

- **Sequence:** A partner service is executed after the completion of another partner service. For example, $W_7$ and $W_8$ are executed in sequence as shown in Figure 1.
- **AND-split:** A logic node that makes a single process into multiple parallel processes which can be executed in parallel, thus allowing partner services to be executed simultaneously or in any order. For example, $W_4$ and $W_6$ can be executed in parallel after the AND node.
- **AND-join:** A logic node where multiple parallel processes converge.
- **XOR-split:** A logic node that makes a single process into multiple parallel processes and only one can be selected to be executed. Note that OR-split is a similar logic but differs in the number of processes to be selected ranges from 0 to the total number of processes.
- **XOR-join:** A node where two or more alternative branches come together without synchronization.
- **Loop:** The partner services may be executed several times. Here we suppose that the number of iterated times is fixed.

**Definition 3 (Data Dependency):** A Data Dependency defined between two services indicates that the output data/message from one service is used as an input of another. The relation of date dependency is a basic characteristic of collaboration of data-intensive services.

Figure 1 is an example of SCG in which we use solid directed edges to represent logic dependencies as opposed to the dotted edge to represent data dependencies. As an example for data dependency, $W_4$ data-depends on $W_1$.

3.2. Trust model

Trust is a kind of relation that describes how much one believes in another. Evaluating trust for service can help users to predict its future behavior [7]. For service collaboration, we denote its trust value as $T_c(x)$. In our trust model, we consider three kinds of elements to derive the final trust value of a service collaboration: the trust for individual partner services, the explicit trust relations among partner services that have logic dependencies for each other, and the implicit trust relation implied in data-dependencies among services.

3.2.1. Trust for single partner service

How to evaluate the trust of partner service is not the focus of this paper. At present, there has been much work on it. So we adopt the trust mechanism proposed by Malik and Bouguettaya [18] to evaluate the trust of partner services because the mechanism takes consideration of multiple QoS aspects of services, credibility of raters, preference of consumers, time sensitivity, etc., and is proved to be comprehensive and effective for service trust. According to the trust assessment, given a service $s_0$, the trust value $T_0$ for $s_0$ is calculated as follows:

$$
T_0(s_0) = \frac{\sum_{c=1}^{L} PerEval_{s_0} \cdot fd(t) \cdot C_i(c)}{\sum_{c=1}^{L} C_i(c)}
$$
$L$ is the set of service consumers that have invoked $s_0$. $PerEval^c_{i_0}$ is the personal evaluation value given by the consumer $c$. $C_r(c)$ is the creditability of $c$. $f d(t)$ is a function that makes the evaluation fade with time.

### 3.2.2. Trust for logic dependency

The relations of logic dependency among partner services decide the execution order and process of service collaboration. As mentioned in section 3.1, there are multiple types of logic dependencies. It is intuitive that developing different trust assessment algorithm for different types of logic dependencies respectively may cause high time complexity when the structure of collaboration becomes complicated. So we use a path based method to evaluate trust for logic dependency. For service collaboration, there is usually a start service getting the initial requests from a customer and an end service that returns the final results to the customer. There may be several paths from the start service to the end service. As each path is possible to be executed, we can distribute a weight to each execution path based on the frequency of execution for each path according to the historic execution:

$$T_C(x) = \sum_{i=1}^{n} T_p_i \cdot \lambda_i$$  \hspace{1cm} (2)

$n$ is the number of execution paths. $T_p_i$ is the trust value for the execution path $p_i$. $\lambda_i$ is the frequency of execution for $p_i$. If the collaboration is executed for the first time, the weights of each path will be initialized by the consumer.

### 3.2.3. Trust for data dependency

In order to numerically estimate the trust relation between two data-intensive services with data-dependency, which means the extent to which a service $a$ trusts the data from $b$, we import the concept Trust Degree denoted as $TD(a,b)$ which can be calculated according to the past experience of invocation on $b$ initiated by $a$. The computing formula is as follows.

$$TD(a,b) = \frac{\sum_{i=1}^{n} PerEval^a_{i} \cdot fd(t_i)}{n}$$  \hspace{1cm} (3)

$n$ is the number of times $a$ invoked $b$ in the past. $PerEval^a_{i}$ is the personal evaluation value given by $a$. $fd(t_i)$ is the same as the function aforementioned. A service can easily get the Trust Degree in another with which it has interacted before according to the above formula. But for the services that have never interacted with directly before, it can get Trust Degree through the following method based on the characteristic of trust transitivity.

Trust is strictly conditional transitive [19]. In general, if $a$ trusts $b$ with the degree $x$ and $b$ trusts $c$ with the degree $y$, then the degree of $a$’s trust in $c$ is associated with $x$ and $y$, and can be denoted as $u = f(x, y)$. Trust is not always transitive. Only under certain semantic constraints can trust be transitive [20]. For example, the fact that $a$ trusts $b$ to repair his car and $b$ trusts $c$ as a good wine merchant, does not imply that $a$ also trusts $c$ to repair his car. We assume that the participants in service collaboration are all under a certain semantic constraint, so that trust can be transitive among them.

Trust relations between services can construct a trustworthy network. It can be transformed to a weighted digraph $G = (V,E,\tau)$ [21], where $V$ is the set of services that have historic interaction experience. $E$ is the set of edges which show the direct trusts. $\tau$ is the weight function which is equal to Formula (3). The weight of an edge $(m,n)$ is the Trust Degree of node $m$ over $n$. Thus, the problem of measuring Trust Degree of two services never interacting with each other before can be transformed to the problem of getting the resultant weight between two nodes that there’s no direct edge between them (just like node $A$ and $F$ in Figure 2).

**Definition 4 (Transitive Trust Degree).** Given two services $a$ and $b$ which never interacted with each other before. But there are several trust paths between them. The derived trust degree is called Transitive Trust Degree, denoted as $TD(a : b)$. The symbol ‘:’ means that the two services have never interacted with each other before. The derivation principles are as follows:

(1) For each path $p_i$ from $a$ to $b$, we use probability product to derive trust degree of $a$ in $b$ through path $p_i$. Because trust evaluation from different services is made independently and the final evaluation is affected by all the transitive evaluation. This can also ensure the decrease of transitive trust degrees with the increment of the length of the trust path:

$$TD(a:b,p_i) = \prod_{i=1}^{n-1} TD(k_i,k_{i+1})$$  \hspace{1cm} (4)

$n$ is the number of nodes on the path $p_i$. $k_i$ is a certain node on the path, $k_1$ is $a$ and $k_n$ is $b$.

(2) There may exist several parallel paths from $a$ to $b$, among the values of the derived trust degree through these paths, we choose the maximum value as the Transitive Trust Degree of $a$ in $b$:

![Figure 2: A weighted digraph that represents a trustworthy network](image-url)
\[ TD(a : b) = \max \{ TD(a : b, p_i) | p_i \in P \} \quad (5) \]

Let's consider some cases below. There are two paths from \( a \) to \( b \), \((a \rightarrow c \rightarrow b)\) and \((a \rightarrow d \rightarrow b)\):

(a) \( TD(a, c) = 0.9, TD(c, b) = 0.9, TD(a, d) = 0.1, TD(d, b) = 0.1 \)

It's intuitive that the trust degree of \( a \) in \( b \) is close to 0.9, because \( a \) trusts \( c \) and distrusts \( d \) and thus \( a \) can neglect the opinion of \( d \). With the proposed method, we get \( TD(a, c) = 0.81 \), which means \( a \) trusts \( b \).

(b) \( TD(a, c) = 0.1, TD(c, b) = 0.9, TD(a, d) = 0.1, TD(d, b) = 0.1 \)

\( a \) distrusts both \( c \) and \( d \), so the opinions of \( c \) and \( d \) can't be trusted by \( a \) no matter \( b \) is recommended or not. With the proposed method, we get \( TD(a, c) = 0.09 \), which means \( a \) distrusts \( b \).

(c) \( TD(a, c) = 0.9, TD(c, b) = 0.9, TD(a, d) = 0.9, TD(d, b) = 0.1 \)

\( a \) trusts \( c \) as well as \( d \), but \( c \) and \( d \) have opposite opinions on \( b \). Here our method is optimistic, we choose the positive opinion. With the proposed method, we can get \( TD(a, c) = 0.81 \), which means \( a \) trusts \( b \).

(d) \( TD(a, c) = 0.9, TD(c, b) = 0.1, TD(a, d) = 0.1, TD(d, b) = 0.9 \)

\( a \) trusts \( c \) but \( c \) distrusts \( b \), \( a \) distrusts \( d \) but \( d \) trusts \( b \). Through both of the paths, we can conclude that \( a \) won't trust \( b \). With the proposed method, we get \( TD(a, c) = 0.09 \), which means \( a \) distrusts \( b \).

4. Trust Evaluation Process

In this section, we present the process of evaluating the trust for service collaboration of data-intensive services with the help of the results of Section 3. It consists of two main steps. The first is to assess the trust of each path from the start service to the end one with the consideration of data-dependency. The second step is to evaluate the trust for the whole collaboration by means of summarizing the trust for each path.

4.1. Evaluate Trust for Paths

For a SCG, we use a sequence \(<s_1, s_2, \ldots, s_n>\) to represent a logic path from the start service to the end service along logic dependencies; and each element is a partner service on the path. Note that different partner services on the path may differ in the contribution of the trust evaluation for the path. We import the concept of Critical Service to represent the most important partner services on a path and define it as follows.

**Definition 5 (Critical Service).** For a logic path \( p \) of a SCG and a service \( s \) on \( p \), \( s \) is a Critical Service on \( p \) if and only if the condition \( D(s) = \max(D(s_i)) (1 \leq i \leq n) \) holds where the function \( D(s) \) is to get the number of data dependencies emitted from the node \( s \) in the SCG.

Critical Service is such a service node in a SCG that it is depended on by other service nodes to the maximum extent. Thus, the above definition shows that a Critical Service of a path has the biggest out degree of data dependency on this path. Note that there may be more than one critical service on a path. In Figure 1, for the path \(<W_1, W_2, W_4, W_5>\), \( W_1 \) and \( W_4 \) are both the critical services on this path. If a critical service breaks down, then the partner services that data-depend on it cannot execute because of the lack of inputs. In this case, the path will fail to execute. So the critical service is more important than the other partner services in the path and it should be assigned with a heavier weight than others.

In order to compute the trust value for each execution path, we combine the trust assessment for partner services and the trust relation implied in data-dependencies between partner services:

\[ T_p = \frac{\omega_1 \cdot \sum_{j=1}^{m_1} T_{s_j} + \omega_2 \cdot \sum_{j=1}^{m_2} T_{s_j} + \omega_3 \cdot \sum_{k=1}^{n} T_{D_k}}{m_1 + m_2 + n} \quad (6) \]

\( T_p \) is the trust value of the critical services. \( T_{s_j} \) is the trust value of the other partner services on this path. \( T_{D_k} \) is the value of data-dependency trust which can be computed according to section 3.2. \( m_1 \) and \( m_2 \) are the numbers of critical services and normal services. \( n \) is the occurrence number of data-dependencies between partner services. The parameters \( \omega_1 \), \( \omega_2 \) and \( \omega_3 \) are the weights of the above values. As mentioned before, the critical services are more important, so \( \omega_1 \) is set to be bigger than the other two.

For each logic path, the algorithm TELP (Trust Evaluation for Logic Path) is designed to evaluate the trust for the path according to Formula (6). It firstly evaluates all the partner services on this path and finds the critical services. Then it finds the dotted edges on this path, and calculates the value of \( TD \) between the two nodes of each dotted edge.

4.2. Evaluate Trust for Service Collaboration

After getting the trust for each logic path in service collaboration, we can evaluate the trust for the whole collaboration according to Formula (2). In order to do that, we first find all the logic paths in the service collaboration. This can be done with the help of the following algorithm which is based on the idea of Depth-First Traversal. The time complexity of the algorithm is \( O(e \cdot v) \) where \( e \) is the number of edges and \( v \) is the number of vertexes.

5. Experiments

In order to check the accuracy of the proposed trust evaluation method for service collaboration, we conduct the experiment with the help of the simulation software.
Algorithm 1 TELP (Trust Evaluation for Logic Path)

Require:
\( P \) - A sequence that represents an execution path;
\( w_1 \) - Weights of critical services;
\( w_2 \) - Weights of other partner services;
\( w_3 \) - Weights of Trust Degree between two partner services;

Ensure:
\( T_P \) - Trust Degree of the path \( P \);

1. Initialize \( T_P = 0 \), \( n \) is the number of partner services, \( m \) is the number of data dependencies;
2. for each partner service \( s \) in \( P \) do
3. calculate the trust value of \( s \), marked as \( T_s(s) \);
4. if \( s \) is a critical service then
5. \( T_P += w_1 \cdot T_s(s) \);
6. else
7. \( T_P += w_2 \cdot T_s(s) \);
8. end if
9. end for
10. for \( i = 0 \) to \( n \) do
11. for \( j = 0 \) to \( n \) do
12. if \( s_i \) data-depends on \( s_j \) then
13. calculate \( TD(s_i, s_j) \);
14. \( T_P += w_3 \cdot TD(s_i, s_j) \);
15. end if
16. end for
17. end for
18. \( T_P = T_P / (n + m) \);
19. return \( T_P \);

Algorithm 2 FindAllpath

Require:
\( G \) - a Service Collaboration Graph;

Ensure:
All the logic paths of \( G \);

1. Initialize start = the start node of \( G \), end = the end node of \( G \);
2. path = null; (an array of nodes)
3. GetPaths(G, path, start, end, 1);
4. if startnode has been visited then
5. return;
6. end if
7. if startnode == endnode then
8. if startnode == endnode then
9. output the path;
10. else
11. set startnode to be visited;
12. for \( i = 0 \) to total nodes of \( G \) do
13. if there is path from startnode to \( i \) and \( i \) has not been visited then
14. GetPaths(G, path, i, endnode, length + 1);
15. end if
16. set \( i \) to be unvisited;
17. end for
18. end if

NetLogo. The software NetLogo is a multi-agent programmable modeling environment, which can model, manipulate and inspect agents [6].

5.1. Experiment Setup

The experiment is carried out under the environment of Windows 7, NetLogo 4.1.2, Intel Core2 2.4G CPU and 4G RAM. In the simulated trust community, 100 agents are generated with a random trust value to provide and consume services. There are 10 types of services in all and each agent has some services belonging to the 10 types randomly. The trust value of one service equals to the value of its owner agent. We define neighbors of one agent as the agents that it has interacted before, thus the trust degree between them can be produced. The max number of one agent’s neighbors is 10. The values of trust degree between agents with their neighbors are also generated randomly. The simulation parameters are listed in Table 1.

The simulation application we developed with NetLogo is shown in Figure 3. It supports adjusting the...
simulation parameters using several scroll bars. The button SETUP is to initialize the simulation world according to the simulation parameters. The button GO is to start the simulation. The four slides map to the four parameters. Three monitor windows are on the top-right, which monitor the statistics. The chart at the bottom will show the simulation result. The tool can be downloaded from http://www.rayfile.com/files/e830f0c0-35a3-11e0-a11b-0015c55db73d/.

5.2. Experiment Results and Analysis

We conduct 500 rounds of simulation totally. For each round, we issue a collaboration request randomly, and make the agents to participate in collaboration to satisfy the request in different methods. Since we focus on the trust evaluation, we omit the functional selection of services. So the request is an execution flow of different types of services and we assume each service data-depends on the pre-service in the flow. Then we use different methods to select trustworthy agents that provide trustworthy services to participate in the collaboration. The first method is from [17], which evaluates trust for collaboration considering trust value of each component and the collaboration structure. In another word, if the structure is determined, it will choose the most trustworthy service for each node in the execution flow. The second method is our proposed method. We select a trustworthy agent not only considering its trust value but also the trust degree in the agents on which it data-depends. The trust degree between two agents can be computed according to section 3.2. In order to verify the accuracy of the two methods, we respectively simulate the interaction of the collaboration with the partner services chosen by each method. For each agent, there is a trust threshold to trust others, if the value of trust degree is under the trust threshold, the agent will distrust another. Here we set the trust threshold as 0.5. That means, if the trust degree between one agent with another agent on which it data-depends is less than 0.5, the interaction between them will fail. Then the agents in the collaboration cannot cooperate successfully. The accuracy of each method is equal to the success rate of the cooperation. Finally we can compare the accuracy of different method.

The simulation result is shown in Figure 4. During the 500 rounds of simulation, the success number of cooperation among agents chosen with the first method is 252, which is less than that of our method 439. The accuracy of the two methods is 50.4% and 87.7%, respectively. Besides, we can also see that the convergence rate of our method is also higher than the other. So we can conclude that it’s quite significant to take consideration of the trust relationship between components with data-dependency when evaluating trust for service collaboration.

![Figure 4: Comparison of accuracy between two methods](image4.png)

Since trust is subjective, different agent may suffer different trust value. In the above experiment, we set the trust threshold as 0.5. In order to check the performance of the methods under different trust threshold, we make the simulation with the value of trust threshold from 0.5 to 0.9. The result is shown in Figure 5, which indicates that our method can reflect people’s subjective opinion better.

![Figure 5: Accuracy of the two methods under different trust thresholds](image5.png)

6. Conclusion

This paper introduces a formal trust model for service collaboration of data-intensive services with the consideration of data-dependency. And it also proposes a numerical estimation method based on the characteristic of trust transitivity to assess the trust relation between two services that have never interacted with each other before. In order to evaluate the trust for the whole service collaboration, we find out all the execution paths first and
then evaluate trust for each path with data dependencies. Finally, we aggregate the trust for each path to get the collaboration trust. A serial of experiments using NetLogo show that the method can polish up the accuracy of trust evaluation.

Trust evaluation is a very important issue for service collaboration in the cloud environment. In the future, we will improve the proposed method by considering more complicated structure in service collaboration, for example the none-well-defined structure. And also, we are considering the trust evaluation for service collaboration with the hybrid participants of data-intensive services and others.
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